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Abstract. This paper describes the implementation of predicate ab-
straction techniques to automatically compute symbolic backward reach-
able sets of high dimensional piecewise affine hybrid automata, used to
model Delta-Notch biological cell signaling networks. These automata
are analyzed by creating an abstraction of the hybrid model, which is a
finite state discrete transition system, and then performing the compu-
tation on the abstracted system. All the steps, from model generation
to the simplification of the reachable set, have been automated using a
variety of decision procedure and theorem-proving tools. The concluding
example computes the reach set for a four cell network with 8 contin-
uous and 256 discrete states. This demonstrates the feasibility of using
these tools to compute on high dimensional hybrid automata, to provide
deeper insight into realistic biological systems.

1 Introduction

Reachability analysis may be used to gain insight into the behavior of the physi-
cal system modeled by a hybrid automaton. In the context of hybrid automaton
models of biological networks, the backward reachable sets from the equilibria of
the automaton are of considerable interest, because they contain the initial con-
ditions from which a particular biologically significant steady state is attainable.
If the reachability analysis is performed on a model with symbolic parameters
and rate constants, the computed reachable sets will not depend on numerical
instantiations of those parameters. This is particularly important in biological
systems, where the exact values of switching thresholds and chemical reaction
rates might be unknown, but a range of possible values, usually expressed in
terms of other symbolic constants, can be inferred. This in turn may be used
to “reverse engineer” parts of a biological circuit model, by attaining through
analysis parameters which are difficult or impossible to obtain experimentally.

The goal of this paper is to present our work in automated symbolic backward
reachable set computations for high-dimensional (in both continuous and discrete
variables) hybrid automata with multiple equilibria. The motivating example
is the Delta-Notch cell signaling system described and analyzed in [10]. The
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hybrid automaton is suitably high-dimensional, with 2n continuous variables
and 4n modes, for an n cell network. The continuous dynamics are governed by
piecewise affine differential equations and mode switching occurs only through
the continuous state variables crossing switching hyperplanes. Both the single
(n = 1) and the two cell (n = 2) hybrid automata were analyzed in [10], to
obtain constraints on the range of the protein kinetic parameters and switching
thresholds for biologically feasible equilibria to exist. The two cell automaton was
also shown to have a Zeno state with a particular Zeno execution. These results
were validated through extensive simulations, but a formal backward reachable
set computation of even the two cell system was lacking, due to the difficulty of
computing and keeping track of the 4 dimensional reachable set across switching
boundaries.

Computing reachable sets for hybrid systems is in general difficult, due to the
difficulty of representing and propagating sets in high dimensional continuous
spaces. There has been a recent research focus on techniques which use ap-
proximations of various types to make the problem of computing reachable sets
tractable; these include the use of linear hybrid automata [12,20], polyhedral rep-
resentations [3,7], piecewise affine systems [4], ellipsoidal approximations [6], and
projections of convergent approximations [18,19]. Recently, qualitative simula-
tion models [14,15] have been proposed to abstract continuous phase portraits of
hybrid automata to simpler transition graphs, on which reachability analysis can
be performed. Predicate abstraction [1,11] and quantifier elimination [24] have
been proposed for computing discrete abstractions of hybrid automata. Pred-
icate abstraction provides a means for combining theorem proving and model
checking techniques by automatically mapping an infinite state system to a fi-
nite state system (called the abstract system), in which the states correspond to
truth assignments to a set of user-supplied predicates. Most existing tools suffer
from two disadvantages from our point of view: (a) the complexity of the compu-
tations on the hybrid automaton restricts its dimensionality, and (b) symbolic
computations are not possible. The last two computation methods mentioned
above circumvent these restrictions by performing the formal verification on a
discrete abstraction.

In this paper, we demonstrate the application of these predicate abstraction
methods to automated reachable set computation. We use quantifier elimination
based decision procedures, implemented using the Symbolic Analysis Laboratory
(SAL) [24], which is a framework for combining different tools for abstraction,
program analysis, theorem proving, and model checking of transition systems, to
abstract the hybrid automaton to a discrete finite-state automaton. The reach-
able set computations are then performed on the discrete abstraction. The entire
process, from generating the SAL model for an arbitrarily large cell network, to
obtaining the final reachable sets, is completely automated using MATLAB code
written by us, the SAL tool set, and QEPCAD [13] (Quantifier Elimination by
Partial Cylindrical Algebraic Decomposition), which is used to simplify the for-
mula defining the reachable set. However, some analysis necessary to generate the
parameter constraints for equilibrium existence was done manually. Techniques
to automate those analysis procedures is a current research topic. We apply this
automatic computation to the reachability analysis of the Delta-Notch four cell
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signaling system: an affine hybrid automaton with eight continuous variables
and 256 discrete states. The computation time for this is about eight hours on
a Pentium III 500MHz machine, and there are good prospects to go to higher
dimensions.

The reachable set computation follows the procedure (Fig. 1): (i) automated
generation of the SAL code specifying the hybrid automaton for an arbitrarily
large cell network, (ii) automated abstraction of the hybrid automaton into a dis-
crete finite state automaton (FSA), (iii) automated computation of the backward
reachable set using the reachability tool, and (iv) simplification of the reachable
set definition using QEPCAD. In this paper, we start by briefly describing the
Delta-Notch signaling pathway in cells, the hybrid automaton model of that
process (for more details, see [10]), and the relevant analytical results that are
used in the abstraction. We then describe the tool as outlined above, followed
by results for large hybrid automata for two and four cell networks. Each step in
the process is explained using the automaton for a single cell as an illustrative
example.

SAL Model
and

Specifications

Symbolic
Processing and

Automatic Generation
of SAL Model using

MATLAB

Discrete
Abstraction
of Hybrid

Automaton

SAL Model Checker
+

Reachability Tool

Equilibrium
Analysis

and
Constraint
Generation

SAL
Abstraction

Tool

Formal Definition
of

Hybrid Automaton

Reachable Set

Fig. 1. Computation process for reach set construction

2 Delta-Notch Protein Signaling

2.1 Biological Background

Delta and Notch are both transmembrane proteins that actively signal only
when cells are in direct contact, in a densely packed epidermal layer. Delta is
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a ligand that binds and activates its receptor Notch in neighboring cells. The
activation of Notch in a cell affects the production of Notch ligands (i.e. Delta)
both in itself and its neighbors, thus forming a feedback control loop. In the case
of lateral inhibition, high Notch levels suppress ligand production in the cell
and thus a cell producing more ligands forces its neighboring cells to produce
less. The Delta-Notch signaling mechanism has been found to cause pattern
formation in many different biological systems, such as the South African claw-
toed frog (Xenopus laevis) embryonic skin [16] studied here. An example of the
distinctive “salt-and-pepper” pattern formed due to lateral inhibition is in the
Xenopus epidermal layer where a regular set of ciliated cells form within a matrix
of smooth epidermal cells.

2.2 Hybrid Automaton Model

To model the regulation of intracellular Delta and Notch protein concentrations
through the feedback network, experimentally observed rules governing the bi-
ological phenomenon have to be implemented. First, cells have to be in direct
contact for Delta-Notch signaling to occur. This implies that a cell is directly af-
fected by, and directly affects in turn, only immediate neighbors. Second, Notch
production is turned on by high Delta levels in the immediate neighborhood of
the cell and Delta production is switched on by low Notch concentrations in
the same cell. Third, at steady state, a cell with high Delta levels must have low
Notch level and vice versa. Finally, both Delta and Notch protein concentrations
decay exponentially. In the model, the cells are assumed to be hexagonal close
packed, i. e. each cell has six neighbors in contact with it (Fig. 2(a)).

Hexagonal close-packed lattice

Cell 1
(x1, x2)

Cell 2
(x3, x4)

Cell 3
(x5, x6)

Cell 4
(x7, x8)

(a) (b)

Fig. 2. (a) Hexagonal close-packed layout scheme for cells in two dimensional arrays.
(b) Layout and variable associations of a four cell Delta-Notch signaling network

Each biological cell is modeled as a four state piecewise affine hybrid au-
tomaton. The four states capture the property that Notch and Delta protein
production can be individually switched on or off at any given time. It is as-
sumed that there is no command-actuation delay in the mode switching. The
formal definition of the hybrid automaton is given by:
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H1 = (Q1, X1, Σ1, V1, Init1, f1, Inv1, R1)

Q1 = {q1, q2, q3, q4}
X1 = (x1, x2)

T ∈ �2

Σ1 =

{
uD, uN : uD = −x2, uN =

6∑
i=1

x1,i

}

V1 = ∅
Init1 = Q1 ×

{
X1 ∈ �2 : x1, x2 > 0

}
f1(q, x) =




[−λDx1; −λN x2]T if q = q1

[RD − λDx1; −λN x2]T if q = q2

[−λDx1; RN − λN x2]T if q = q3

[RD − λDx1; RN − λN x2]T if q = q4

Inv1 = {q1, {uD < hD, uN < hN }} ∪ {q2, {uD ≥ hD, uN < hN }}
∪ {q3, {uD < hD, uN ≥ hN }} ∪ {q4, {uD ≥ hD, uN ≥ hN }}

R1 :




R1 (q1, {uD ≥ hD ∧ uN < hN }) ∈ q2 × �2

R1 (q1, {uD < hD ∧ uN ≥ hN }) ∈ q3 × �2

...
R1 (q4, {uD < hD ∧ uN ≥ hN }) ∈ q3 × �2




where, x1 and x2: Delta and Notch protein concentrations, respectively, in a cell;
x1,i: Delta protein concentration in ith neighboring cell; λD and λN : Delta and
Notch protein decay constants respectively; RD and RN : constant Delta and
Notch protein production rates, respectively; hD and hN : switching thresholds
for Delta and Notch protein production, respectively. The switching thresholds
hD and hN are unknown and possible ranges for them are derived in [10].

In the single cell, x1,i = 0, ∀i ∈ {1, . . . 6}. The inputs uD and uN are the
physical realization of the protein regulatory properties in the model outlined
before. The two cell hybrid automaton H2 is the composition of two single cell
automata, to form a model with four continuous states (x1, . . . , x4) and sixteen
discrete modes. Here, uN �= 0 for each of the two cells, and thus the Delta level of
each cell is communicated to its neighbor to control Notch production. Modeling
the full two dimensional layer of cells involves composing M×N single cell hybrid
automata, with the coupling through the input functions as described above.

2.3 Equilibrium Analysis

Both the single and two cell hybrid automata were analyzed in [10], to obtain
constraints on the ranges of the protein kinetic parameters and switching thresh-
olds for biologically feasible equilibria to exist:

hD, hN : − RN

λN

< hN ≤ 0 ∧ 0 < hN ≤ RD

λD

The two cell automaton was also shown to have a Zeno state with a particular
Zeno execution that is an invariant: x1 = x3 ∧ x2 = x4, where x3 and x4 are
the Delta and Notch protein concentrations, respectively, in the second cell. In
the discrete abstraction procedure, it is essential to include the parameter con-
straints and the Zeno execution as “polynomials of interest” (explained in the
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following section), to produce an abstraction with sufficient resolution. Hence,
the analysis is an indispensable part of any formal verification done on the dis-
crete abstraction in general.

3 SAL Model

The first step of the procedure is to generate the SAL language description of the
hybrid model and the necessary user-defined predicates (for example, constraints
derived from analysis). This task is non-trivial because the size of the model (and
the number of lines of code) increase exponentially with the number of cells, since
each one of the 4n distinct modes has to be encoded. Hence, we have automated
the generation of the SAL specification file using MATLAB, for an arbitrarily
large network. The equilibrium existence conditions and consequent parameter
constraints described in the previous section are included in the SAL model.

3.1 The SAL Modeling Language

Hybrid systems described in terms of interacting hybrid automata can be spec-
ified using the SAL modeling language [5,9]. Here we shall only describe those
features of the SAL modeling language that will be used in the specification of
the Delta-Notch signaling mechanism.

A SAL specification consists of module definitions. A special kind of module,
called basemodule, corresponds to a hybrid automaton. It consists of definitions
of the variables, the initial states, and the discrete and continuous transitions
of the hybrid automaton. The variables are classified as input, output, local, and
global. Variables are typed, discrete variables are usually of type BOOLEAN and
continuous variables are of type REAL. The initial states of the hybrid automaton
can be specified either directly, or by specifying a formula. In the latter case,
the set of initial states consists of all those valuations of variables that make the
formula true.

The discrete and continuous transitions are specified using a set of guarded
commands. A guarded command is written as:

guard −→ x′
1 = e1; x′

2 = e2; x′
3 = e3; . . .

where guard is a formula over the variables, xi are variables, and ei are ex-
pressions over the variables. Semantically, the above command means that if
the formula in the guard is true for some state (a state is a valuation of all
the variables), then the transition can be taken. Note that the new value of a
variable, say x1, is denoted by priming it, x′

1. In case of a discrete transition,
the variables xi are updated to the new values given by expressions ei. In a
continuous transition, the variables xi on the left-hand sides of the assignment
are special variables, whose names end with the suffix “dot”. They specify the
time-derivative of the corresponding continuous variable. For example, the au-
tomatically generated SAL module specifying the single cell Delta-Notch hybrid
automaton H1 is given below.
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one_cell : CONTEXT =
BEGIN
system[u, hD, hN, RD, RN, lD, lN : REAL] : MODULE =
BEGIN

GLOBAL x1, x2 : REAL
GLOBAL x1dot, x2dot : REAL
INVARIANT

x1 > 0 AND lD*x1 < RD AND x2 > 0 AND lN*x2 < RN AND
u < hN AND lN* hD > -RN AND hD < 0 AND hN > 0 AND
lD*hN < RD AND RN > 0 AND RD > 0 AND lN > 0 AND lD > 0

INITFORMULA
u < hN AND x2 < -hD

TRANSITION
[

-x2 < hD AND u < hN -->
x1dot’ = -(-lD*x1);
x2dot’ = -(-lN*x2)

[]
-x2 < hD AND u >= hN -->

x1dot’ = -(-lD*x1);
x2dot’ = -(RN-lN*x2)

[]
-x2 >= hD AND u < hN -->

x1dot’ = -(RD-lD*x1);
x2dot’ = -(-lN*x2)

[]
-x2 >= hD AND u >= hN -->

x1dot’ = -(RD-lD*x1);
x2dot’ = -(RN-lN*x2)

]
END;

END

Note that the parameter constraints are explicitly included as invariant poly-
nomials, and the initial state, defined using the INITFORMULA declaration, is q2,
which has an equilibrium that implies high Delta level and low Notch level and
is biologically consistent. Here, the backward reachable set from the equilibrium
in q2 is desired, hence the dynamics in each mode are reversed, by negating
the right-hand-sides of the governing equations. In the SAL model, λ has been
replaced by l for brevity, λN is written as lN for example. Also note that the
input u = uN for the system has been fixed to uN < hN for this example.

4 Discrete Abstraction

The second step of the reachable set computation procedure is the automatic
generation of the discrete abstraction of the hybrid automaton. An abstract
model is usually obtained from a given hybrid model by partitioning the state-
space of the original model into a finite set and mapping the dynamics of the
original model onto this finite set. In the case of a model described using n real-
variables (representing, say, the concentrations of n different protein complexes),
the state-space is the n-dimensional real space �n. We partition this space into
a finite number of zones using a finite set P of polynomials over the n variables.
Each zone corresponds to a subset of �n that is sign-invariant for all polynomials
in the set P . Increasing the number of polynomials in the set P results in more
zones, and consequently, a finer abstraction. This basic idea, although in a much



240 R. Ghosh, A. Tiwari, and C. Tomlin

simplified form, is also at the core of qualitative reasoning techniques developed
in the AI community (see, for example [21]).

The process of construction of the abstract system requires logical reasoning
in the theory of reals. The first-order theory of real closed fields is known to be
decidable [23] and the first practical algorithm, based on cylindrical algebraic de-
composition, was given in [8], which has gone through several improvements [13,
17]. We use the first-order theory of reals to represent sets of continuous states
and use reasoning over this theory for creating the abstract transition system.

4.1 Abstraction Process

The abstraction technique is completely automatic and is described in [24]. The
abstraction algorithm works in two phases: In the first phase, the algorithm
computes a set of polynomials (over the continuous variables), which is used to
partition the continuous state-space. This is achieved by starting with a finite
set of polynomials which appear in the vector field of the continuous dynamics,
in the conditions of discrete transitions, initialization expressions, and property
to be proved. This set is saturated under the derivative operator, that is, the
time derivative of a polynomial in this set is also added to this set. Note that
computation of the derivative of a polynomial can be symbolically performed
using the derivatives of individual variables. This saturation process may not
terminate, but for our purposes can be stopped at any time. The termination
condition is specified by giving the bound on the order of the derivatives that is
computed.

In the second phase, the discrete and continuous transitions are abstracted.
The abstract state-space is given as a cross-product of the discrete-state space
and the regions of the original continuous state-space where the polynomials
computed in the saturation phase are sign-invariant. This requires the use of
decision procedures for the real-closed fields, intermingled with theorem-proving
strategies.

For scalability of the abstraction technique, it is necessary that the formu-
las that arise in proof obligations while constructing an abstraction and when
checking for feasibility of abstract states, do not grow in size. We have achieved
this by partitioning the set of variables into classes such that variables that in-
teract with each other (occur in the same polynomial) are put into the same
class. Furthermore, when proving a proof obligation, atomic formulas that are
not “relevant” to the succedent (that is, atomic formulas that do not contain any
variables that occur in the polynomials in the succedent) are removed from the
formula. This optimization simplifies the formulas to be proved. Furthermore, it
also reduces the number of proof obligations that arise in the construction of the
feasible abstract state space. An unique feature of the abstraction algorithm (and
its implementation) is that it allows to abstract parameterized systems, without
instantiating the parameters. Following our one cell Delta-Notch example, the
abstraction procedure maps six abstract variables, g0, g1, . . . , g5, to polynomials
in the original hybrid system:
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g0 --> lN*x2 - RN g2 --> u - hN g4 --> lD*x1 - RD
g1 --> lN*x2 g3 --> x1 g5 --> x2 + hD

The polynomials are either related to the continuous evolution of the model, for
example g0, g1, g3, g4, or are the switching planes defining mode transitions, for
example g2 and g5. The transitions in the abstract model arise from the discrete
mode change transitions of the original model, or from the continuous dynamics.
For example, the continuous evolution in mode q1 is abstracted to the following
SAL transition:

g2 = neg AND g5 = pos
-->

g5’ IN IF g5 = pos
THEN IF g1 = pos OR g1 = zero THEN {pos} ELSE {pos, zero} ENDIF

ELSIF g5 = neg
THEN IF g1 = neg OR g1 = zero

THEN {neg}
ELSE {neg, zero}
ENDIF

ELSE IF g1 = pos
THEN {pos}

ELSIF g1 = neg THEN {neg} ELSE {zero}
ENDIF

ENDIF;
g4’ = g4; g3’ = g3; g2’ = g2;
g1’ IN IF g1 = pos

THEN IF FALSE THEN {pos} ELSE {pos, zero} ENDIF
ELSIF g1 = neg

THEN IF FALSE THEN {neg} ELSE {neg, zero} ENDIF
ELSE IF FALSE

THEN {zero}
ELSIF FALSE

THEN {pos}
ELSIF FALSE THEN {neg} ELSE {pos, zero, neg}

ENDIF
ENDIF;

g0’ = g0

The invariant −x2 < hD ∧ u < hN has been abstracted to (g2 = neg AND
g5 = pos). The binary “IN” operator denotes that the (new) value of the left-
hand side variable is non-deterministically chosen from the set of values specified
on the right-hand side (in contrast, the “=” operator sets the value of the left-
hand side variable to a deterministic value). The new value of the variable is
determined by the sign of its derivative. For example, the new value of g5 depends
on g1, which is the derivative of g5 in mode q1.

5 Reachability Computation

The next step is the automatic computation of the backward reachable set using
the SAL model-checker coupled with the reachability tool, written by us. The
result is in the form of a vector that gives the reachable set of states. This
is the input to another MATLAB script which reads the vector, and uses the
polynomial invariants defining each set in that vector to construct the reachable
set as a union of those invariants. This is then passed to QEPCAD which returns
a compact, human-understandable form of the reachable set.
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The reachability computation takes advantage of the fact that the SAL
model- checker is an explicit-state model checker, i. e. it traces all possible
executions of the FSA explicitly by firing all valid transitions from all reach-
able states, and checks each state against a linear temporal logic (LTL) for-
mula. By giving the model checker a trivial formula to check, for example
G(TRUE), we can ensure that the model-checker will search the entire reach-
able state space without coming up with a counter-example. The reachability
tool is a LISP program which runs concurrently with the model-checker and
stores each valid state that the model-checker visits during its state space ex-
ploration. The model checker is initialized from the hybrid automaton mode
(which may be equivalent to several discrete states of the abstract FSA) con-
taining the equilibrium whose backward reachable set we want to compute. Ini-
tializing the model-checker with the equilibrium-containing mode is valid for
our example, because simple eigenvalue analysis of the equations show that the
dynamics in that mode are exponentially stable, therefore the entire mode is
backward reachable from the equilibrium point. After the model-checker ter-
minates, it returns a vector of backward reachable sets. In our example, for the
single cell automaton H1 after simplification, the backward reachable set is given
by: x1 > 0 ∧ x2 > 0 ∧ λdx1 < RD ∧ λNx2 < RN ∧ uN < hN .This means that the
entire state space of interest is reachable from the equilibrium provided the input
condition is satisfied. For larger systems, the simplification of the reachable set
vector is non-trivial because we have to compute conjunctions of a large number
of inequalities defining the invariants of states. This is done using QEPCAD,
which can return a reasonably compact equivalent formula.

6 Results

6.1 Two Cell System

The two cell hybrid automaton H2 is constructed by composing two single
cell hybrid automata. It has four continuous state variables x1, . . . , x4 and six-
teen discrete modes q1, . . . , q16. x1 and x2 represent the Delta and Notch pro-
tein concentration in the first cell, and x3 and x4 represent the Delta and
Notch protein concentration in the second cell. From previous analysis [10],
it was determined that only two biologically feasible equilibria exist for this
system: (i) x∗

1 = 0, x∗
2 = RN

λN
, x∗

3 = RD

λD
, x∗

4 = 0, which means the Delta pro-
tein level in the second cell is high and that in the first cell is low, and the
Notch protein level is high in the first cell and low in the second, and (ii)
x∗

1 = RD

λD
, x∗

2 = 0, x∗
3 = 0, x∗

4 = RN

λN
, which is the symmetric result. We are

interested in finding the set of initial conditions which converge to either one
or the other equilibrium. Therefore the backward reachable set computation is
performed for both the equilibria. The time required for the model construction
and abstraction is around 25 minutes and another 40 minutes for the reachabil-
ity computation using the model checker, on a Pentium III 500MHz computer
running Linux. The computed sets are given below:
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Eq 1: (0,RN/lN,RD/lD,0) Eq 2: (RD/lD,0,0,RN/lN)

x3 - x1 >= 0 /\ x4 - x2 <= 0 /\ [ x3 - x1 <= 0 /\ x4 - x2 >= 0 /\ [
[ x3 - x1 > 0 /\ hN - x3 > 0 ] \/ [ x3 - x1 < 0 /\ hN - x1 > 0 ] \/
[ x3 - x1 > 0 /\ hN - x1 < 0 ] \/ [ x3 - x1 < 0 /\ hN - x3 < 0 ] \/
[ x4 - x2 < 0 /\ hN - x3 > 0 ] \/ [ x4 - x2 > 0 /\ hN - x1 > 0 ] \/
[ x4 - x2 < 0 /\ hN - x1 < 0 ] \/ [ x4 - x2 > 0 /\ hN - x3 < 0 ] \/
[ x3 - x1 > 0 /\ hD + x4 > 0 ] \/ [ x3 - x1 < 0 /\ hD + x2 > 0 ] \/
[ x3 - x1 > 0 /\ hD + x2 < 0 ] \/ [ x3 - x1 < 0 /\ hD + x4 < 0 ] \/
[ x4 - x2 < 0 /\ hD + x4 > 0 ] \/ [ x4 - x2 > 0 /\ hD + x2 > 0 ] \/
[ x4 - x2 < 0 /\ hD + x2 < 0 ] \/ [ x4 - x2 > 0 /\ hD + x4 < 0 ] \/
[ hN - x3 <= 0 /\ hN - x1 > 0 /\ hD + x2 > 0 ]] [ hN - x3 > 0 /\ hN - x1 <= 0 /\

hD + x4 > 0 ] ]

The reachable set for equilibrium 1 implies that all initial conditions that sat-
isfy x3 > x1 ∧ x4 < x2 converge to that equilibrium and the reachable set for
equilibrium 2 implies that all initial conditions that satisfy x3 < x1 ∧ x4 > x2
converge to that equilibrium. The four dimensional reachable sets can be better
visualized by looking at their projections in lower dimensional space, examples
of which are shown in Fig. 3.

In Fig. 3(a), both reachable sets are projected onto a three dimensional space
with x3−x1, x4−x2 and x3 as the axes. In this projection, the reachable sets are
disjoint cubes with the respective equilibria at the corners. Note that the edge
x3 = x1 ∧ x4 = x2 separates the two reach sets. Neither of the two equilibria are
reachable from this edge: this separatrix defines the Zeno trajectory previously
identified [10]. The two dimensional projection onto the x1, x3 plane shown in
Fig. 3(b) makes the role of the separatrix clearer. It divides the plane into two
half-planes, each of which is reachable from exactly one equilibrium point. These
results are significant because, first, they involve symbolic computations over rel-
atively high dimensional hybrid automata, and, second, they predict conditions
that are biologically significant but not obvious from either the model or the
biological system.

6.2 Four Cell System

Currently, the largest network we have performed the reach set computation
for, is a four cell network. The hybrid automaton for a four cell network is con-
structed by composing four single cell automata as shown in Fig. 2(b). The sum
of the Delta protein levels of neighboring cells is used to control Notch protein
production in a cell. For example, cell 1 reads the Delta protein levels from cells 2
and 3, x3 and x5 respectively, and uses the sum x3+x5 to regulate its Notch pro-
tein concentration, x2. The set of parameter constraints from the two cell hybrid
automaton is used for abstraction. The four cell automaton has eight continuous
state variables (two proteins for each of the four cells), and 256 discrete states.
There are three biologically feasible equilibria for this network: (i) cells 1 and 4
have high Delta levels and low Notch levels, and cells 2 and 3 have high Notch
levels and low Delta levels, (ii) cell 2 has high Delta levels and low Notch levels
at steady state, and all the other cells have low Delta levels and high Notch
levels, and (iii) cell 3 has high Delta concentration and low Notch concentration
at steady state and the other three cells have low Delta levels and high Notch
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(a)

(b)

Fig. 3. Projections of reach set for two cell hybrid automaton



Automated Symbolic Reachability Analysis 245

levels. It is important to identify the backward reachable sets for each of these
three equilibria and we have investigated the reach set computation for the first
equilibrium mentioned above. The model generation and reach set computation
time required for that is 8 hours, on a Pentium III 500MHz computer running
Linux. The resultant reach set generated by the SAL model checker is rather
large, it comprises the union of 1576 states of the abstracted discrete automaton
defined in terms of the abstraction polynomials. Computation of a simplified for-
mula equivalent to the union of those 1576 states is non-trivial. QEPCAD has
memory and dimensionality limitations which precludes the simplification com-
putation of all 1576 states at once. To circumvent these limitations, we analyzed
the polynomials defining the abstracted states and reduced the dimensionality
of the problem by appropriate projections, as explained next. The state space
of the hybrid automaton is abstracted by mapping it to the following set of
polynomials:

g0 --> -x2-hD g3 --> -x8-hD g6 --> x5+x3-hN g9 --> x5+x3-RD/lD
g1 --> -x4-hD g4 --> x7+x3+x1-hN g7 --> x7+x5+x1-RD/lD g10 --> x7+x5+x1-2*RD/lD
g2 --> -x6-hD g5 --> x7+x5+x1-hN g8 --> x7+x3+x1-RD/lD g11 --> x7+x3+x1-2*RD/lD
g12 --> x7+x3+x1-3*RD/lD

Each state of the abstracted FSA is defined by assigning a sign
to the above polynomials and computing their conjunction. For ex-
ample, (g0 = 0 ∧ g1 = 0 ∧ g2 = 0 ∧ g3 > 0 ∧ g4 = 0 ∧ g5 = 0 ∧ g6
> 0 ∧ g7 < 0 ∧ g8 < 0 ∧ g9 > 0 ∧ g10 < 0 ∧ g11 < 0 ∧ g12 < 0) is a
mode of the abstracted FSA. The polynomials involve twelve symbolic variables,
eight variables x1, . . . , x8 denoting the protein concentrations in the cells and four
parameters associated with the dynamics. Note that the variables x2, x4, x6, x8
only appear in conjunction with the parameter hD and nowhere else. Hence,
we can map those five into the following four variables: p1 = -x2-hD, p2 =
-x4-hD, p3 = - x6-hD, p4 = -x8-hD. This reduces the dimensionality by one.
Also, note that x7 and x1 always occur together as the sum x7+x1, hence we can
map it into a single variable p5 = x7 + x1 enabling us to reduce the dimension-
ality by one more. Similarly, the ratio RD/lD can be mapped to a single variable
p6 = RD/lD, which reduces the dimensionality by another order. Therefore, in-
stead of twelve symbolic variables to simplify over, we now have only nine. This
is a substantial savings as the complexity of the problem grows exponentially
with the dimensionality.

The simplified reach set thus computed turns out to be the union of 1192
states, which is still too large to interpret as a whole. Instead of trying to find
meaning in a large non-convex set, we then partition the reach set using the
definitions of the hybrid states from the four cell hybrid automaton, and compute
the intersections of the invariants defining each of the 256 hybrid states, with
the simplified reach set. This enables us to determine the hybrid states that are
completely or partially backward reachable from the equilibrium. The natural
structure of the state space is thus used to divide the reach set into smaller
parts that are easier to interpret. It is observed that out of the 256 hybrid
states, only 90 states are backward reachable from the equilibrium, completely
or partially. The hybrid states are defined in terms of the signs of the switching
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functions governing Delta and Notch production, which are: p1, p2, p3, p4,
x3+x5-hN, p5+x3-hN and p5+x5-hN. For example, the mode in which neither
Delta nor Notch is produced in any of the four cells is defined as:

p1 < 0 /\ p2 < 0 /\ p3 < 0 /\ p4 < 0 /\ x3+x5-hN < 0 /\ p5+x3-hN < 0 /\ p5+x5-hN < 0

To simplify the representation of the states, we define the following expressions:

e1 = p1 < 0 /\ p2 < 0 /\ p3 < 0 /\ p4 < 0
e2 = p1 < 0 /\ p2 < 0 /\ p3 < 0 /\ p4 >= 0
e3 = p1 < 0 /\ p2 < 0 /\ p3 >= 0 /\ p4 < 0
e4 = p1 < 0 /\ p2 < 0 /\ p3 >= 0 /\ p4 >= 0
e5 = p1 < 0 /\ p2 >= 0 /\ p3 < 0 /\ p4 < 0
e6 = p1 < 0 /\ p2 >= 0 /\ p3 < 0 /\ p4 >= 0
e7 = p1 < 0 /\ p2 >= 0 /\ p3 >= 0 /\ p4 < 0
e8 = p1 < 0 /\ p2 >= 0 /\ p3 >= 0 /\ p4 >= 0
e9 = p1 >= 0 /\ p2 < 0 /\ p3 < 0 /\ p4 < 0
e10 = p1 >= 0 /\ p2 < 0 /\ p3 < 0 /\ p4 >= 0
e11 = p1 >= 0 /\ p2 < 0 /\ p3 >= 0 /\ p4 < 0
e12 = p1 >= 0 /\ p2 < 0 /\ p3 >= 0 /\ p4 >= 0
e13 = p1 >= 0 /\ p2 >= 0 /\ p3 < 0 /\ p4 < 0
e14 = p1 >= 0 /\ p2 >= 0 /\ p3 < 0 /\ p4 >= 0
e15 = p1 >= 0 /\ p2 >= 0 /\ p3 >= 0 /\ p4 < 0
e16 = p1 >= 0 /\ p2 >= 0 /\ p3 >= 0 /\ p4 >= 0
f1 = x3+x5-hN < 0 /\ p5+x3-hN < 0 /\ p5+x5-hN < 0
f2 = x3+x5-hN < 0 /\ p5+x3-hN < 0 /\ p5+x5-hN >= 0
f3 = x3+x5-hN < 0 /\ p5+x3-hN >= 0 /\ p5+x5-hN < 0
f4 = x3+x5-hN < 0 /\ p5+x3-hN >= 0 /\ p5+x5-hN >= 0
f5 = x3+x5-hN >= 0 /\ p5+x3-hN < 0 /\ p5+x5-hN < 0
f6 = x3+x5-hN >= 0 /\ p5+x3-hN < 0 /\ p5+x5-hN >= 0
f7 = x3+x5-hN >= 0 /\ p5+x3-hN >= 0 /\ p5+x5-hN < 0
f8 = x3+x5-hN >= 0 /\ p5+x3-hN >= 0 /\ p5+x5-hN >= 0

Using the above expressions, the reachable hybrid states can be listed:

Completely reachable Partially reachable
e1 /\ [f1 \/ f5] e1 /\ [f2 \/ f6 \/ f7 \/ f8]
e2 /\ [f1 \/ f5] e2 /\ [f6 \/ f7 \/ f8]
e3 /\ f1 e3 /\ [f5 \/ f6 \/ f8]
e4 /\ f1 e4 /\ [f5 \/ f6 \/ f7]
e5 /\ f1 e5 /\ [f2 \/ f6 \/ f8]
e6 /\ f1 e6 /\ [f2 \/ f5 \/ f6 \/ f7]
e7 /\ f1 e7 /\ [f2 \/ f6 \/ f8]
e8 /\ f1 e8 /\ [f2 \/ f5 \/ f6 \/ f7 \/ f8]
e9 /\ f1 e9 /\ [f3 \/ f5 \/ f6 \/ f7]
e10 /\ [f1 \/ f4] e10 /\ [f3 \/ f5 \/ f6 \/ f7 \/ f8]
e11 /\ f1 e11 /\ [f3 \/ f5 \/ f6 \/ f7]
e12 /\ f1 e12 /\ [f3 \/ f5 \/ f6 \/ f7 \/ f8]
e13 /\ f1 e13 /\ [f2 \/ f3 \/ f4 \/ f6]
e14 /\ f1 e14 /\ [f2 \/ f3 \/ f4 \/ f5 \/ f6 \/ f7 \/ f8]

e15 /\ [f1 \/ f2 \/ f3 \/ f4 \/ f5 \/ f6 \/ f7 \/ f8]
e16 /\ [f1 \/ f2 \/ f3 \/ f4 \/ f5 \/ f6 \/ f7 \/ f8]

We are currently in the process of analyzing the reach set results for biologically
significant information, but a few interesting properties of this equilibrium can
be mentioned:

– Among the hybrid states that are completely reachable, fourteen states sat-
isfy the constraint f1, i.e. x7 + x3 + x1 − hN < 0 ∧ x7 + x5 + x1 − hN <
0 ∧ x5 + x3 − hN < 0. This implies that for all Notch protein levels except
−hD ≥ x2 ∧−hD ≥ x4 ∧−hD ≥ x6 , if the Delta levels satisfy the constraint
f1, then the equilibrium will be attained.
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– It is observed that all hybrid states with −hD < x2 ∧ x5 + x3 < hN ∧ x7 +
x3 + x1 ≥ hN are completely unreachable. This implies that regardless of
the Notch protein levels of cells 2, 3 and 4 (Fig. 2(b)), if the Notch protein
concentration of cell 1 and the Delta protein levels of all four cells satisfy
the above constraints, then the equilibrium will be unreachable.

7 Conclusion

We have described, in this paper, the automatic computation of backward reach-
able sets for high dimensional piecewise affine hybrid automata. The reachability
procedure combines previously developed code in SRI’s SAL with automation
steps written by us. We have achieved results for a hybrid automaton with 8
continuous dimensions and 256 discrete modes. The concrete example that we
have used, that of a Delta-Notch signaling network, is one of many physical sys-
tems that can be modeled using this class of hybrid automata. The ability to do
symbolic computations makes our hybrid automaton-based modeling and anal-
ysis framework ideal for a wide range of cell biological regulatory and signaling
processes. One of our current research projects focuses on applying the reacha-
bility tools that we have developed to analyze planar cell polarity signaling in
Drosophila (fruit fly) pupal wing epithelium [2].
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